# בניית עץ מרשימת דרגות

**בעיה**: אם יש רשימת הדרגות של הקודוקודים בגרף, האם רשימה זאת מייצגת גרף.

**שאלה ספציפית**: האם גרף זה הוא עץ.

**דוגמא:**

האם רשימת הדרגות הבאה יכולה להיות של עץ?

1,1,1,2,2,3,4

**משפט:** סדרת מספרים כאשר מספר שלם חיובי, מייצגת דרגות הקודקודים בעץ אם ורק אם מתקיים את השוויון הבא:

. **,** כאשר

(\*)

**הוכחה:**

**הכרחיות**: אם T הוא עץ, אז לפי הגדרת העץ, בכל עץ .

ולפי למת לחיצת הידיים, סכום דרגות הקדקודים שווה לפעמיים מספר צלעות:

. לכן ,

אם כך, צריך לוודא שסכום הדרגות יהיה פעמיים מספר הצלעות.

אבל האם זה מספיק?

נתבונן ב**דוגמה 1**:

נסכום את האיברים

נסיק מסקנה לגבי כמות הקודקודים

נקבל סתירה כי לא יכול להיות חצי קודקוד.

נתבונן ב**דוגמה 2**:

נסכום את האיברים

נסיק מסקנה לגבי כמות הקודקודים

נקבל סתירה כי יש לנו ברשימה נתונים רק ל 7 קודקודים.

מתי רשימת דרגות היא יכולה להיות של עץ?

כאשר מתקיים

וגם יש לנו מספיק נתונים לכמות הקודקודים.

נתבונן ב**דוגמה 3**:

נסכום את האיברים

נסיק מסקנה לגבי כמות הקודקודים

מתקיים!

**מספקיות**: נתונה סדרת מספרים כאשר

המקיימת את השוויון .

צריך להוכיח כי הסדרה מייצגת את קודקודים העץ עם הדרגות הללו.

*הוכחה* באינדוקציה לפי מספר הקדקודים:
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- לעץ יש רק קדקוד אחד ודרגתו שווה 0 והתנאי מתקיים.

התנאי מתקיים
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בסיס: n=1 אז

ניקח לדוגמה גם n=2

הנחת אינדוקציה: הטענה נכונה עבור כלשהו.

שלב האינדוקציה: נוכיח את הטענה עבור n+1, כלומר

נמיין את מערך הדרגות בסדר יורד, מהגדול לקטן:

ידוע שלכל עץ יש לפחות שני עלים. אז בטוח: ו-.

בונים סדרה חדשה בגודל n ע"י מחיקת עלה וגם מקטינים ב-1 דרגה ל- :

, והסדרה החדשה מקיימת את התנאי:

ולפי הנחת האינדוקציה ניתן לבנות עץ שדרגתם הם .

עכשיו נבנה עץ בעל n+1 קדקודים: נחזיר לקדקוד 1 את העלה (קדקוד מספר n+1 ), דרגה של קודקוד 1 יגדל ב-1 וסכום הדרגות יהיה:

▄

# רעיון ליצירת העץ לפי הדרגות הנתונות שמקיימות את התנאי (\*)

נמיין את מערך הדרגות בסדר יורד, מהגדול לקטן:

בונים כוכב, שדרגת מרכז הכוכב הוא , ניקח אצל הכוכב עלה אחד ונהפוך אותו למרכז הכוכב בדרגה , ניקח עלה אחד ונהפוך אותו למרכז הכוכב בדרגה ונחזור לפעולה זו עד של לא נבנה את כל קדקודי העץ.

דוגמא: יהי n=8 סדרת הדרגות 4,3,2,1,1,1,1,1 המקיימת את התנאי (\*).

![](data:image/png;base64,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)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAVgAAADZCAIAAADqlb/eAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAALoklEQVR4nO3dP3LbzB3G8QcanyBFLhDJhcYnAE8guUnlebt0ZBdpMuPuLZXqbchS7N4qGVduLJ7APIHHhYlL5ARIAf4BiX+LxS4AYr+fTiK1BH5cPNhdQGSUpqmAEYiiqPhL+mc/IgqNYZUe/0V0VK8IAgzGMALy6K6eEAQYRjEFSrui4dPQEUGAAVwc3o2dkDjwjSBA3/JHdavu1zY+YO7d0BswNSx917NOgez5FssKMHEz9AZMRHRg8Wg4alMgWc2iM7NVUmgh/1fU0yGCoKtWR3jIcdA0Frh9+p7mVbVDFvjAGkEnLH2bOxbByb67bQ2MCOxdHN5v8/0voyiKFpv8Q8VTXGhDA387G1QZ/SEILF0MdN/melznHl4/XmSBKuLA4yaOUt0JPL9KUKhei3bQHkFg43K6m6xe1pI0f0vTLBUkrV9KFrvowVU2i+jueXv8cf0YLTZl9YMXBEFrJYteu59bSZr//UGSdHcfS9L25668hdCWuwzm8/sojZe7NE13y1iS1l//WTssOLYWQg19IwjaKV/6fnhN0zRNX7McOORCfH9X2U5oWdAg+fZlKyn+9PFWp+sHr//7xZigJwSBpeqT22aRrRbMf3+6tWshPPvo/KBvs/wawYf3tRWEOwRBCwan7mQ128fA22F84KjlEKyfj6sE68dosakZUsEtgsBGxck8Wc2y9a54uTOKAQYFFy7WCBgQ9IYgcCWfAt/rJwWocFgj+PgplqQfLBH0hiAwVb/0vVnsr33N39qlAEvfUvN1FvhGELhwuI9A0voxMr4pBgeHMcD660bHawisFfaIIHDg0HFRzmDUc/v0e3YX1mMURYcp1uf6dRb+3cAh/unIlL9uF0KHNtrHzSI63KdtstASQt16QxCYIgi66PJ5JP00GDimBo4kq6G3YNT8HaukgBOMCEw1nbcTyXJpK4QRgZyewxkOOMeIwJVbbRZDb8Ooufr3ClLAB0YELfg4dQcyHDjqeBiTAp4wIsBg2o4Lgr7nyjOCwIarHhlgz7b+jCa+1MArpgbt8Amcrlh/7mvVM9EFQdAOS98OWQyIwixUDwiC1pwcwKTAkWEcBF4l3wgCGyx9+1CfCBTKK777sKsoahemAS4QGjJfI4BzXDWw0Xbp+/gElr4xTkwNOjFZ+q6KCSpvIuQLK31iatBJ8Yu6TYay9GmMDUHQVXZUs/SNq0YQuGHy0YOkAEaLIHDMfI0AGA+uGgAgCAAQBBgzZlW9IQhwBVhn9Y0gAEAQ9IVzGsaMIPCLWS6uAkEAgCAAQBAAEEEAQAQBABEEAEQQABBBAEAEAQARBABEEAAQQQBABAEAEQQARBAAEEGA0eKjHPpEEGDs+HCnHhAEfaArY+QIAo8Y3OJaEAQACAIABAEAEQQARBAAEEEAQAQBABEEAEQQABBBAEAEAQARBABEEAAQQQBABAEAEQQARBD0gI8nssBnuvSMIPCFruwEMdoPggAAQQCAIAAgggCApHdDbwCwx/LqgAgCDKz++D8+yuWDRqWVNKwbQYDBtBoCZE8mDoqcJGlEZd3qkspBKRYqX6Wazk0xjywmU1XVMw0C+nc9w7eEimUuylUsy8V5rD41wmRYE9OnNQwY6N9NHKZyIPIVqzxBlQ1oG+MjHG1L0RgHlUFA/zbhNpVDYJIC/v58GqyLUBMf5UFA/zbhPJUnz8lhHHgWeErSkhuKiv276vWKD0VRFMjV4IuCmrwl6UFpI5NX2gU3i+hksTFpJ9gCqvowzpexvopV1bscEfgYdUwP41sLbu8ICPD+AvNus9jo9aFdUzf1D5vj/TAX4DnN324GUsC8xl63/towtiq2cAoC+rcJiyolq1kURbNVkv9lCLUqZVS0rGS1o9xwTjyZyk5yNrna0/pf592tueWb4st0KXE4/du0SpvF3fO2Uwvh2fxRUTKYdpu/tG3ncrGw9GXMlyKqWpiGttG2WUTR49pHy9el3Xx+szCr2am1aVevwcNrmvM2lyT99vvTbbtmblSs42aR/81mcdaZ14+Gi7sqaXkqTDr0oW5xHHdqJzDGMXCuODw253wfnDNN0n3x5vpv0yLBeWtRFN2UPnCSrF7WkhQvd8e8sViKCFO83KXpn5+G3owrknW3eD6vDk/3uoTImKLnEANvr2n6+st4jSBT9sEkD6+nI/n26Xuapmn6/elWSn796LitV8w0lQ8eXrOiNWB8e5Ks/vG8Vbz88/P90Jvil3Vw1HSS/Sk7Xn6uvXBY5ca0fyerWXT3vJXi5a7+GuV5a/RvmDnGQNvprZS7Wast9/sxjOTbl62k+NPHrHrvLdYI2tl++dZy1IGgmI6Ek9Us/1B2qWDeepWrI+sEGVf0XOaArIYFkswqsltmc7f5W5sd7li4kbDdnX3NskUWpy33x7pT1fSxrC7HH/fL3UW1fW38pXOicTebO1lTy+1GBLcfP8WS9KPVUkTHlRXrCRWqjKGk2eqTj5bDsx8P6EPbCcFJUxDsbyEwv2I4POfJcnEw+D5C7Njti3P1Z56alz67HJ4feVYvSEUtl28nL76/s/7bpiC4u48laf2ySuQkeYKwv0V2Zn6fZ5mRH9v1Q0041JSku59Wh2V5kp6/oae5RnHyZjgTqWjZr1aF6K5iK1pM2Xre4NrN9sj5qw+7O/3zsbP5Nqv+xSCRTumSrGbHG+bnbzWDtTPTG7k53yNXZ/KrqLDb6k2vd9XLdxW3BcwajNI0LavppssFCE30feozCKZUt4zDruz8qLgKXpO0Kggcv8w0+E7l7g2OnJP9Da1oR16TtPKDSVy9zJT463aBdOj8btp1kmBTQO7+x7+0hjeif1sxeSfql/SnGpfm2laAivlL0svLh91rPe13y2sqh+BiZ81rePHMoIpWxWGSnj68lPmbOcPdrFooCaRK9YqdsrQUpX032KJl7DKx/q+iqlOcRa3D6d+G70RpEHBmO7IYUoVcrgtuk7QyCKraNdysyb9hJvtbDILQqmTCMA6oVZHDJK37XoOaP6vfoHDes/pUrn+fwqmSIWYBdpwkqeOvPGt8velhfIuR6HI88iWobjC+xVXja9EdY5SEa9QQBKfn0b/bm+R91pikd4bPoysDE9b+w0sBTA5BAIAgAEAQABBBAEAEAQARBABEEAAQQQBABAEAEQQARBAAEEEAQAQBABEEAEQQABBBAEAEAQARBABEEAAQQQBABAEAEQQARBB4VfUlyMDYEAQACAIABAEAEQQARBAAEEEAQAQBABEEAEQQABBBAEAEAQARBABEEAAQQQBABAEAEQQARBAAEEEAQAQBABEEAEQQABBBAEAEAQARBABEEAAQQQBABAEAEQQARBAAEEEAQAQBAElRmqZDb8NkRVFU/CUFxwgRBO6VHv9FVB7jQRC4ZBgBedQfY0AQOFNMgdLaGj4N6BNB4MbF4d1YVeIAo0IQOJA/qlvVs218AJ5w+bAr6xSweD7gCUHQSZcUKP6VxVoj4ARBYK97ChT/lizAIAgCB7qP8JkjYFgEgaXqU3eymkVnZqvETcuALwRBV5cn8+Tbl62LdoAevRt6AyZn93Mr6bd5+p/XoTcFMMWIwMZx9F48jSe/fkiK//ZXi2aPrTE7QM8IAseyAcH23y/7BYLFZugtApoRBG5lA4Kc9WPbxUKgfwSBU/uVwni5S9M0Td/mkrR9/oNhAcaN/zWwUbNGcG6ziB7XUrzcfX+6ddoy4BIjAqc2i9KFgQ/vjVIAGApB4NTdfSxJ65dsWWDzdS1J8f3dkBsFNGJqYKNmAL+fDOSYzwvqWwb8YURgo+aC/8NrulvGxx9JAVwFRgSWfBy0BAGGwoigK1d3AXI3IQZEEFjyd9JmOID+EQQOdD+ZMxzAsAgCe64+WcjVJx0B1giCTrpnASmAMSAIXGqbBcwIMBIEQVcXp3HzY5svNcB4cB+BM9ZfeVb1TKA3BIFLfAkqrhRB4B5fi46rQxB4xCwA1+L//tvgNsiuM8QAAAAASUVORK5CYII=)![](data:image/png;base64,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)

# (a) ( b) (c)

# Tree building pseudo – code

*n*

**Input**: Array of degrees d [n]: *di*  2(*n* 1), n – number of vertices. d[] = Sort(d[])

1

**Output**: tree – graph as adjacency list

# public static ArrayList<Integer>[] treeBuilding(int deg[]){ int n = deg.length;

ArrayList<Integer>[] tree = **new** ArrayList[n]; **for** (**int** i = 0; i < n; i++) {

tree[i] = **new** ArrayList<Integer>();

}

**int** first\_1 = 0; **while**(deg[first\_1]>1) first\_1++; **int** vertex = 0, numV = 1;

**if** (n >= 3){

**while**(vertex < first\_1) {

**for** (**int** j = 0; j < deg[vertex]; j++) { tree[vertex].add(numV); tree[numV].add(vertex);

numV++;

}

vertex++; deg[vertex]--;

}

}

**else if** (n==2){

tree[0].add(1);

tree[1].add(0);

}

**return** tree;

}

נראה הרצת האלגוריתם למספר הקודקודים n=8 וסדרת הדרגות: 4,3,2,1,1,1,1,1 שמקיימת את

התנאי (\*).

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |
| 1 | 1 | 1 | 1 | 1 | 2 | 3 | 4 |

first\_1 = 3

while(vertex < first\_1)

1. vertex = 0, numV = 1,

numV = 5
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1. vertex = 1, numV = 5,

numV = 7
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1. vertex = 2, numV = 7,

numV = 8
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